PostgreSQL 9.3+

# 1. Stored Procedures and Functions in PostgreSQL

|  |  |
| --- | --- |
| **Stored Procedure** | **Function** |
| Use in an expression | [http://www.sqlines.com/_media/red_cross.png](http://www.sqlines.com/_detail/red_cross.png?id=postgresql:stored_procedures_functions) | [http://www.sqlines.com/_media/green_tick.gif](http://www.sqlines.com/_detail/green_tick.gif?id=postgresql:stored_procedures_functions) |
| Return a value | [http://www.sqlines.com/_media/red_cross.png](http://www.sqlines.com/_detail/red_cross.png?id=postgresql:stored_procedures_functions) | [http://www.sqlines.com/_media/green_tick.gif](http://www.sqlines.com/_detail/green_tick.gif?id=postgresql:stored_procedures_functions) |
| Return values as OUT parameters | [http://www.sqlines.com/_media/green_tick.gif](http://www.sqlines.com/_detail/green_tick.gif?id=postgresql:stored_procedures_functions) | [http://www.sqlines.com/_media/red_cross.png](http://www.sqlines.com/_detail/red_cross.png?id=postgresql:stored_procedures_functions) |
| Return a single result set | [http://www.sqlines.com/_media/green_tick.gif](http://www.sqlines.com/_detail/green_tick.gif?id=postgresql:stored_procedures_functions) | [http://www.sqlines.com/_media/green_tick.gif](http://www.sqlines.com/_detail/green_tick.gif?id=postgresql:stored_procedures_functions) (as a table function) |
| Return multiple result sets | [http://www.sqlines.com/_media/green_tick.gif](http://www.sqlines.com/_detail/green_tick.gif?id=postgresql:stored_procedures_functions) | [http://www.sqlines.com/_media/red_cross.png](http://www.sqlines.com/_detail/red_cross.png?id=postgresql:stored_procedures_functions) |

To return a result set from a PostgreSQL procedure, you have to specify *refcursor* return type, open and return a cursor:

CREATE OR REPLACE FUNCTION show\_cities() RETURNS refcursor AS $$

DECLARE

ref refcursor;

BEGIN

OPEN ref FOR SELECT city, state FROM cities;

RETURN ref;

END;

$$ LANGUAGE plpgsql;

To return multiple result sets, specify SETOF refcursor return type and use RETURN NEXT to return each cursor:

-- Procedure that returns multiple result sets (cursors)

CREATE OR REPLACE FUNCTION show\_cities\_multiple() RETURNS SETOF refcursor AS $$

DECLARE

ref1 refcursor; -- Declare cursor variables

ref2 refcursor;

BEGIN

OPEN ref1 FOR SELECT city, state FROM cities WHERE state = 'CA'; -- Open the first cursor

RETURN NEXT ref1; -- Return the cursor to the caller

OPEN ref2 FOR SELECT city, state FROM cities WHERE state = 'TX'; -- Open the second cursor

RETURN NEXT ref2; -- Return the cursor to the caller

END;

$$ LANGUAGE plpgsql;

2. Материализированные представления

<https://habrahabr.ru/post/195898/>

Материализированное представление — физический объект базы данных, содержащий в себе результаты некоторого запроса. Бесспорно, одно из самых ожидаемых новшеств. Посмотрим, каким образом работать с ним

**CREATE** **MATERIALIZED** **VIEW** mvw\_book **AS** **SELECT** book.**id**, author.first\_name || ' ' || author.last\_name **AS** author\_name, book.**name** **FROM** book **INNER** **JOIN** author **ON** author.**id** = book.author\_id;в **PostgreSQL**.

#### 3. Триггеры к событиям

**CREATE** **TABLE** article ( **id** SERIAL **NOT** NULL, **name** text **NOT** NULL, **CONSTRAINT** pk\_article\_id PRIMARY **KEY** ( **id** ), **CONSTRAINT** uk\_article\_name **UNIQUE** ( **name** ) );

**ALTER** **TABLE** article **ADD** **COLUMN** misc numeric;

**ALTER** **TABLE** article **ALTER** **COLUMN** misc **TYPE** text;

**ALTER** **TABLE** article **DROP** **COLUMN** misc; **DROP** **TABLE** article;

tg\_event = ddl\_command\_start, tg\_tag = **CREATE** **TABLE** tg\_event = ddl\_command\_end, tg\_tag = **CREATE** **TABLE** tg\_event = ddl\_command\_start, tg\_tag = **ALTER** **TABLE** tg\_event = ddl\_command\_end, tg\_tag = **ALTER** **TABLE** tg\_event = ddl\_command\_start, tg\_tag = **ALTER** **TABLE** tg\_event = ddl\_command\_end, tg\_tag = **ALTER** **TABLE** tg\_event = ddl\_command\_start, tg\_tag = **ALTER** **TABLE** tg\_event = ddl\_command\_end, tg\_tag = **ALTER** **TABLE** tg\_event = ddl\_command\_start, tg\_tag = **DROP** **TABLE** tg\_event = ddl\_command\_end, tg\_tag = **DROP** **TABLE**

To return multiple result sets, specify SETOF refcursor return type and use RETURN NEXT to return each cursor:

#### 4. Рекурсивные представления

Создадим таблицу и наполним ее тестовыми данными:

**CREATE** **TABLE** **directory**

(

**id** serial **NOT** NULL,

parent\_id integer,

**name** text **NOT** NULL,

**CONSTRAINT** pk\_directory\_id PRIMARY **KEY** ( **id** ),

**CONSTRAINT** fk\_directory\_parent\_id FOREIGN **KEY** ( parent\_id ) **REFERENCES** **directory** ( **id** ),

**CONSTRAINT** uk\_directory\_name **UNIQUE** ( parent\_id, **name** )

);

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( NULL, 'usr' ); *-- сгенерирован id = 1*

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( 1, 'lib' );

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( 1, 'include' );

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( NULL, 'var' ); *-- сгенерирован id = 4*

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( 4, 'opt' ); *-- сгенерирован id = 5*

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( 5, 'tmp' );

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( 4, 'log' ); *-- сгенерирован id = 7*

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( 7, 'samba' );

**INSERT** **INTO** **directory** ( parent\_id, **name** ) **VALUES** ( 7, 'news' );

**CREATE** **RECURSIVE** **VIEW** vw\_directory

( **id**, parent\_id, **name**, **path** ) **AS** **SELECT** **id**, parent\_id, **name**, '/' ||

**name** **FROM** **directory** **WHERE** parent\_id **IS** NULL **AND** **name** = 'var'

**UNION** ALL **SELECT** **d**.**id**, **d**.parent\_id, **d**.**name**, **t**.**path** || '/' || **d**.**name** **FROM** **directory** **d**

**INNER** **JOIN** vw\_directory **t** **ON** **d**.parent\_id = **t**.**id**;

**SELECT** \* **FROM** vw\_directory **ORDER** **BY** **path**;

**-- дерево**

**CREATE** **TABLE** geo ( **id** int **not** null primary **key**, parent\_id int **references** geo(**id**), **name** varchar(1000) );

**INSERT** **INTO** geo (**id**, parent\_id, **name**) **VALUES** (1, null, 'Планета Земля'), (2, 1, 'Континент Евразия'), (3, 1, 'Континент Северная Америка'), (4, 2, 'Европа'), (5, 4, 'Украина'), (6, 4, 'Германия'), (7, 5, 'Киев'), (8, 5, 'Львов'), (9, 6, 'Берлин');

WITH RECURSIVE r AS

( **SELECT** **id**, parent\_id, **name**, 1 **AS** **level** **FROM** geo **WHERE** **id** = 4

**UNION** ALL

**SELECT** geo.**id**, geo.parent\_id, geo.**name**, r.**level** + 1 **AS** **level** **FROM** geo **JOIN** r

**ON** geo.parent\_id = r.**id** )

**SELECT** \* **FROM** r; id | parent\_id | name | level

*----+-----------+-----------------+-------*

4 | 2 | Европа | 1

5 | 4 | Украина | 2

6 | 4 | Германия | 2

7 | 5 | Киев | 3

8 | 5 | Лювов | 3

9 | 6 | Берлин | 3

SELECT employee\_id, last\_name, manager\_id, LEVEL

FROM employees

CONNECT BY PRIOR employee\_id = manager\_id;

EMPLOYEE\_ID LAST\_NAME MANAGER\_ID LEVEL

----------- ------------------------- ---------- ----------

101 Kochhar 100 1

108 Greenberg 101 2

109 Faviet 108 3

110 Chen 108 3

111 Sciarra 108 3

112 Urman 108 3

113 Popp 108 3

SELECT last\_name, employee\_id, manager\_id, LEVEL

FROM employees

START WITH employee\_id = 100

CONNECT BY PRIOR employee\_id = manager\_id

ORDER SIBLINGS BY last\_name;

LAST\_NAME EMPLOYEE\_ID MANAGER\_ID LEVEL

------------------------- ----------- ---------- ----------

King 100 1

Cambrault 148 100 2

Bates 172 148 3

Bloom 169 148 3

Fox 170 148 3

Kumar 173 148 3

Ozer 168 148 3

Smith 171 148 3

De Haan 102 100 2

Hunold 103 102 3

Austin 105 103 4

Ernst 104 103 4

Lorentz 107 103 4

Pataballa 106 103 4

Errazuriz 147 100 2

Ande 166 147 3

Banda 167 147 3

#### 5. Латеральное присоединение

To return multiple result sets, specify SETOF refcursor return type and use RETURN NEXT to return each cursor:

Позволяет обращатся из подзапроса к сущностями из внешнего запроса. Пример использования (подсчет количества полей только для сущностей из схемы public):

**SELECT** **t**.table\_schema || '.' || **t**.table\_name,

q.columns\_count

**FROM** information\_schema.**tables** **t**,

LATERAL (

**SELECT** **sum** ( 1 ) **AS** columns\_count

**FROM** information\_schema.**columns** **c**

**WHERE** **t**.table\_schema **IN** ( 'public' ) **AND**

**t**.table\_schema || '.' || **t**.table\_name = **c**.table\_schema || '.' || **c**.table\_name

) q

**ORDER** **BY** 1;

#### 6. Изменяемые внешние таблицы

Новый модуль *postgres\_fdw*, позволяющий получить read/write доступ к данным, расположенным в другой БД. Ранее такая функциональность была в *dblink*, но в *postgres\_fdw* всё прозрачнее, стандартизированный синтаксис и можно получить лучшую производительность. Посмотрим каким способом можно использовать*postgres\_fdw*.  
  
Создадим новую БД *fdb* и в ней тестовую таблицу (она будет внешней по отношению к текущей БД):

**CREATE** **TABLE** city

(

country text **NOT** NULL,

**name** text **NOT** NULL,

**CONSTRAINT** uk\_city\_name **UNIQUE** ( country, **name** )

Вернемся в текущую БД и настроим внешний источник данных:

*-- создание расширения*

**CREATE** EXTENSION postgres\_fdw;

*-- добавление внешнего сервера*

**CREATE** **SERVER** fdb\_server FOREIGN **DATA** WRAPPER postgres\_fdw OPTIONS ( host 'localhost', dbname 'fdb' );

*-- отображения пользователя*

**CREATE** **USER** **MAPPING** **FOR** **PUBLIC** **SERVER** fdb\_server OPTIONS ( **password** 'pwd' );

*-- создание внешней таблицы*

**CREATE** FOREIGN **TABLE** fdb\_city ( country text, **name** text ) **SERVER** fdb\_server OPTIONS ( table\_name 'city' );

);

Теперь мы можем работать с внешней таблицей:

*-- добавляем запись*

**INSERT** **INTO** fdb\_city ( country, **name** ) **VALUES** ( 'USA', 'Las Vegas' );

*-- изменяем ее*

**UPDATE** fdb\_city **SET** **name** = 'New Vegas' **WHERE** **name** = 'New Vegas';

*-- смотрим, что получилось*

**SELECT** \* **FROM** fdb\_city;

#### 7. Функции и операторы для работы с типом JSON

Тип **JSON** появился в **PostgreSQL** 9.2, но функций было лишь две — array\_to\_json (конвертация массива в**JSON**) и row\_to\_json (конвертация записи в **JSON**). Теперь функций стало больше и можно вполне работать с этим типом:

**CREATE** **TYPE** t\_link **AS**

(

"from" text,

"to" text

);

**CREATE** **TABLE** param

(

**id** serial **NOT** NULL,

**name** text **NOT** NULL,

**value** **json** **NOT** NULL,

**CONSTRAINT** pk\_param\_id PRIMARY **KEY** ( **id** ),

**CONSTRAINT** uk\_param\_name **UNIQUE** ( **name** )

);

**INSERT** **INTO** param ( **name**, **value** ) **VALUES**

( 'connection', '{ "username" : "Administrator", "login" : "root", "databases" : [ "db0", "db1" ], "enable" : { "day" : 0, "night" : 1 } }'::**json** ),

( 'link', '{ "from" : "db0", "to" : "db1" }'::**json** );

*-- значение поля (запрос)*

**SELECT** **value** ->> 'username' **FROM** param **WHERE** **name** = 'connection';

*-- результат*

Administrator

*-- значение поля (по заданному пути) (запрос)*

**SELECT** **value** #>> '{databases,0}' **FROM** param **WHERE** **name** = 'connection';

*-- результат*

db0

*-- преобразование в SETOF ( key, value ) с типом text (запрос)*

**SELECT** json\_each\_text ( **value** ) **FROM** param;

*-- результат*

(username,Administrator)

(login,root)

(databases,"[ ""db0"", ""db1"" ]")

(enable,"{ ""day"" : 0, ""night"" : 1 }")

(from,db0)

(to,db1)

*-- значения ключей (запрос)*

**SELECT** json\_object\_keys ( **value** ) **FROM** param;

*-- результат*

username

login

databases

enable

from

to

*-- значение в виде записи (запрос)*

**SELECT** \* **FROM** json\_populate\_record ( null::t\_link, ( **SELECT** **value** **FROM** param **WHERE** **name** = 'link' ) );

*-- результат*

db0;db1

*-- значения массива (запрос)*

**SELECT** json\_array\_elements ( **value** -> 'databases' ) **FROM** param;

*-- результат*

"db0"

"db1"

#### 8. Преобразование строки типа ‘1,2,3,4,5’ в столбец

(SELECT REGEXP\_SUBSTR(str, '[^,]+', 1, level) str

FROM (SELECT '1,2,5' str FROM dual)

CONNECT BY INSTR(str, ',', 1, level - 1) > 0)
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-- Example use in SQL in WHERE PART for filtering subset criteria (like list of cities)

and (p.id\_purchase\_type in

(SELECT REGEXP\_SUBSTR(str, '[^,]+', 1, level) str

FROM (SELECT p\_var\_pur\_type str FROM dual)

CONNECT BY INSTR(str, ',', 1, level - 1) > 0)

![](data:image/png;base64,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)

function F\_Q

(p\_app in varchar2,

p\_var\_region in varchar2 default null,

p\_goods\_code in varchar2 default '',

p\_date\_start in date default '01.01.1990',

p\_date\_end in date default sysdate,

p\_dis\_date\_start in date default '01.01.1990',

p\_dis\_date\_end in date sysdate)

return t\_purchase\_start\_ann\_table

pipelined is

-- use multi criteria projection

Select \* from table (F\_Q(1,’1,2,3,4’, ‘1,3,4,5’, …))

#### 8. ETL Example

Merge

MERGE INTO employees e

USING (SELECT \* FROM hr\_records WHERE start\_date > ADD\_MONTHS(SYSDATE, -1)) h

ON (e.id = h.emp\_id)

WHEN MATCHED THEN

UPDATE SET e.address = h.address

WHEN NOT MATCHED THEN

INSERT (id, address)

VALUES (h.emp\_id, h.address);

MERGE INTO dest\_tab a

USING source\_tab b

ON (a.object\_id = b.object\_id)

WHEN MATCHED THEN

UPDATE SET

owner = b.owner,

object\_name = b.object\_name,

object\_type = b.object\_type

WHEN NOT MATCHED THEN

INSERT (object\_id, owner, object\_name, object\_type)

VALUES (b.object\_id, b.owner, b.object\_name, b.object\_type);

**--- ETL**

-- очищення довідників

procedure p\_clear is

begin

for i in (select name\_dict

from s\_d

where is\_active = 1

order by num) loop

execute immediate ('delete from S\_' || i.name\_dict);

end loop;

execute immediate ('commit');

exception

when OTHERS then

p\_log\_message('p\_clear - ' || SQLERRM, 1);

return;

end;